**[数据结构（六）——二叉树 前序、中序、后序、层次遍历及非递归实现 查找、统计个数、比较、求深度的递归实现](http://blog.csdn.net/fansongy/article/details/6798278)**

一、基本概念

每个结点最多有两棵子树，左子树和右子树，次序不可以颠倒。

性质：

1、非空二叉树的第n层上至多有2^(n-1)个元素。

2、深度为h的二叉树至多有2^h-1个结点。

满二叉树：所有终端都在同一层次，且非终端结点的度数为2。

在满二叉树中若其深度为h，则其所包含的结点数必为2^h-1。

完全二叉树：除了最大的层次即成为一颗满二叉树且层次最大那层所有的结点均向左靠齐，即集中在左面的位置上，不能有空位置。

对于完全二叉树，设一个结点为i则其父节点为i/2，2i为左子节点，2i+1为右子节点。

二、存储结构

顺序存储：

将**[数据结构](http://lib.csdn.net/base/datastructure" \o "算法与数据结构知识库" \t "_blank)**存在一块固定的数组中。

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. #define LENGTH 100
2. typedef char datatype;
3. typedef struct node{
4. datatype data;
5. int lchild,rchild;
6. int parent;
7. }Node;
9. Node tree[LENGTH];
10. int length;
11. int root;

   虽然在遍历速度上有一定的优势，但因所占空间比较大，是非主流二叉树。二叉树通常以链式存储。

链式存储：

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. typedef char datatype;
3. typedef struct BinNode{
4. datatype data;
5. struct BinNode\* lchild;
6. struct BinNode\* rchild;
7. }BinNode;
9. typedef BinNode\* bintree;          //bintree本身是个指向结点的指针

 三、二叉树的遍历

遍历即将树的所有结点访问且仅访问一次。按照根节点位置的不同分为前序遍历，中序遍历，后序遍历。

前序遍历：根节点->左子树->右子树

中序遍历：左子树->根节点->右子树

后序遍历：左子树->右子树->根节点

例如：求下面树的三种遍历

![http://hi.csdn.net/attachment/201109/21/0_13166086420zyt.gif](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAO4AAAECCAYAAAD5H+tvAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAEWpJREFUeF7tndGS3DoOQ7P//9G7mUm8cRy7TYogBUpI1X24NRIJATwtd0+n8p///vzzQ3/kgBzo5cAXuPojB+RALwd+9JIrtXJADnw/JcsGOSAH+jkgcPtlJsVyQDeuZkAOdHRAN27H1KR5ewcE7vYjIAM6OiBwO6Ymzds7IHC3HwEZ0NEBgdsxtQLNP79G9PWNuv//V9BSLRwOCFyHWasuvUL69f/XP5Y1q/rDeC6By5hKgSbEbYqoUXDUJVsI3CVj/Xyouxs1akNGzaimlfcL3JXTvZztuCGzjpxdP0t3x7oCt2NqA5orb8TKXgNWLLFF4C4RY/2j8ZttgvfNodjPBW7MP/rdMwGa2Zs+mKBAgRs0kHk7AzgMGpgzGtUmcEeda7CPARoGDQ2icksUuG7LemxgAoZJS4/03lUK3HeP2q1gBIVRU7tgT4IFbuf0brQzA8KsrdsYCNxuib3oZYaDWVu3MRC43RITuIslNnYcgTvmG+WuDjdaB42U4V5ECdwOKRk1doCig0aj3VOXCdyp9mObI6C4/r1brMLvf+4GXXLLenJxodijUNztj9a82ouut1B8rqMIXJdd3ItRUGTeuiiN3EnkqxO4+R6XdEABca2Dqns2IaNmiclETQQuURgRKQgYKh6Vv86I0BrxaoW9AneFFEEwCNw+wyBw+2T1USnqFru+vz3+H2kTSitSU7daArdbYh/0dgCig8YOIyFwO6Rk1NgBig4ajXZPXSZwp9qPbd4Big4asankVBO4Ob5OqdoBig4ap4TnbCpwnYYxL+8ARQeNzBkf2gRuh5QcGpnBYNbmsJhiqcCliAEnghkOZm24BGoqCdwan8u6MMPBrK0sIFAjgQsykqkMIyCHJkZtTNlZtQhcq1PN1jEBcvcXF5j0NYv2W67A7ZiaUTMDHJ80MOgzWkm3TODSRRITdIaBAYw3DW8/j7mx7m6Bu1C2dxDMBMPa27puoajCRxG4YQs5CrA9knph/Frv3cPh/BwVAneO79CuloG3rEGJivSK7EXp71BH4HZI6UWjddizbzVUfet5Fohu+AgCd9g6jo0jQz6y5+206Jroem/6u/1c4HZL7KQ3MtzH7Ti7xif7UTd444gfpQvcpqlGgLse+QzxEyyWNVlWIs+apbG6rsCtdhzQr2KQr6ACZIdKVJw5JLB4s8AtNjzabucB1qPzn+kRuFGSivfvDO5htTzQd5WLsYu108CebpzN//Ew3bgxlsp2C9p/rd7ZE4Fbht54o50H9M21Xd/3Cty3yZj8c0FrC2A3nwSubS6mrNptGKMm7+SXwI1OS+L+nQYRZWOFZwy/4xa4qIkB16kYQLBkmnLI972Wb4xZ1qDNEbhoRwH1BC3AxJ8lRn08gziqBFHjU2+BO5pM0r7RYUuS076s10/veotBKTUtjbWmxoGMgGuUc3ex+Ip8vL5zA11fNy7JzFmGi0RqSxmfwKn0HtVL4JKMISpQkuPQyrj6PMN3RE+BCxix6K8HEEECjrFNicPvmb5Hewtc57haPvq3rDnaRgN0ytfy3w4w+B7RIHANo4z4aP+uRiQ4g2wt+eAAg/cRDQL3Zbwj5j6VzqgpSu0OMPk/qkXgPuSN/vj+2ia7vn2M91o5CkqmSyOaBO5NIiNGjgZb2WtU4yr7mL32ahO4l6n0GogY6hk9Ebq71WD22atN4J6mz2secnBn9kaeg7kWs8debQJ3kV8PMAPDoM0LxgzNHo0CV+DOmNHynh4oysUNzKDA/WkaU6hMWmYNcEbfDr56NG4PrsesjIG6q8moqersWX06eOrRuDW4HqOyBuqpLrO2ai8Q/Tr46dEocBFTkVDDE2JC+6VKZnh5fIEGXdtaT+AOjugR3OD2123WAF8LaQH8M4xrNsisrLW2Bddq0Ke5R9SYWX8XppE5IWtFPt8QuIHpZQkxcIQttiJzQtYSuAPjhwgAUUM37kB4A1tQWaHqRKD92qsbd2AIji1HiFnvdzOHJHDslluRXma9x/VoFLiBMbwC6zHe0hZdz9Jz1TVoLzM+VfZo3BJcj0HeR1lU7eutvipQVedC55Kh26NR4AYSuDPaY76lNbqepeeKazr46NEocANTKnAD5k3Y6gGjWp5Xm8ANJJT9Hvf708MfW0YUSOV5K7OXXm3bToXXqE8f3+tT5RTO4EURmcNF/S7o1SZws5IA1PWGCWi5fAlGT0c0CVziUR0JlPg4NNKYfB3VInBpxulfIaOhEh+JRhqDtxENApdmlARuZRQRaFA6Ixq2BZf9E9tIqKjBWr3OTI+jvQUu6XRGgyU9Fp2sGT4jegpculH6JQgRLunR6GRVeo3qtTW4rICgwqUjhFhQ1u/ijyOj628PLhu8gnYu3Rn+p9ScaxNP9wxzvadj0ODVvOL643aM5IGo8clb3bi/3YmEhBpeBg2os6xS5wzg0+OuZQ3aD4F7+iBoJjgze6OHavV6V1BnnHd7cK/AzADo6Dmj94yhU8+4AwL35q/NVQLE8MIRHyNVqHZga3A/AYr++P4a7Kf62b2rh0z98A5sC671VrWu80RjrWld5+mttWs4sCW4XiAQH+2P1vBqXWMsdYo3BwTum0OXn1s++res8bTVo7PHrT3Wbgduxg1W9euBDO17jPl6p9wK3BUGf4UzrIdR/Ym2AXelgdejcz0obB0FLlsiDj0rvRg5jq2lPx3YAtyVB3zls4nQZweWB3eHwdaj836ILw3uDtCeR3a38+6H658TLwvurkO867l3g1jgLpi4Hp0XDPX6RaAVj6hb51eq8mHF6f6d7WpH07D+naj8WG3CFwRXQ3o/pHp0Xg/epd7jCtzPAyp/1gF4GXA1lLahlE82n9hXLQGuhtE3Znp09vnFuLo9uIJ2fKyi3lX9dcbxE667U+Cum63pZFZ4r5De7bOsMYnSolcHpoCLeqW2Dt2rC5sveHp0Puc0ahGixmjvlfelg2t5FbasuYYgaPFjefY0w9+MmngXelRMARfxKouo0SMCLpXZH1xl1+dyM08NHNyMV9WMmnmW9q1c6XNlr76JPCuHgZv9Sppdf8VwPWeaAdKMnh5PmNdCwK0MoLIXc3BIbfIU6WZNrTC4M0Kf0bMmjvouDF4yaKh3PtYxBO5Mw2f2jlnOtZvBRwYNXKm8qxkGl8FsBg3vFvOuYPKPSQtvYn+UCdwOKSVoZASFUVOC9ZCSQ+AyGcykBZJIQRFmz5i1FURjbuEGl9FYRk3mBCYsZPaLWduEqB5busBlNpVZG1PgX1qYvWLWxpSjwGVKo0BLBzA6aCyI6mMLgTs7geL+HaDooLE4tn/amcHtYGYHjdMD/2GOfJpU5fhuvTlFtJlf9TJqvh957xUZnh9Zomqj6qyc9DRwMz4kUeDvo4r06FoLVRtV592NvisEbt/s3MrRQKDrnQ+UWdttHOEGgUsYSpYkNAzoegLXnrwJXGRA5/dDyLrHkTNq2u3kXony5pqhPq+oz70U3Kz3RHqltg0OCtyKF0m0VptDfVaVgXsXREY4GTX7xPmuFOkPspZefN+z+8sjy3JEQALX4nT+GkSW2TcuUmO+o3M6mG7cL2lRMyvAjWqcE0FtV6RHyFq6cX1zUAbuFX59oOELCrUaCRuylsD1JVwK7gHvETga3qxB8lnKvRrh0d2nyshTIzQi9TDWKgc30wQFbnOX2SdmbTZ3a1YJ3Bqfqboww8GsjSlEM7iID6gyD67A7e4ye8Wsze5w/kqBm+8xZQdGQBg1UYb39VsejzBmY5m1eTyuXMvkGZOWygxGe7nAZX1cVuij8cd/Pz/e+c9O5ed30Q0uG7wK3R/6eQeDfwwaYi7W7x4ClwVeBY4ZmJk+zuyNcW9OFYE7x3e6rjMAmtGTzvhBQcPgzr51Ffpg4h+2VXpa2Qvv1PyKIXBnwavQ8wbn+DpjVofs+lm62eqGwa2GV9DWjFCGzxk1a9zg6wIB94A3Mxi9UtcPz+F5JFdEjfqT83eEgXscNRLyk10ZNfmj4VJ4BvDpRdSyhutUfdXAwT3fvl7gzuv1Ss05VE8ZebPmPF0fVSngno9veRW2rOlj6bpKBSdPtung3h31CuoVdB57pETZcM7AFHA/WaFXddJBafCPhXE6l6OKDtzqXy/l2LpeVb2gcmUqcLnyoFQjaPlioQRXty7XoAhcrjy++eCT9EuRhoUjGeXAkcNVBS24gpdjYAQuRw4ClzMHWlUClzMa6htXt+7coRG0c/3/1F3g8mYzXZnAnR7BowB6cHXrzhkeQTvHd2tXgWt1arN1Apc7cIHLnc8UdYJ2iu2upi3A1eOyK9PwYoEbtjC9gMBNt7hXA0HbI6824OrWrRkogVvjc7SLwI06uNB+QdsnzFbg6tbNHSyBm+svsrrARbrZvJbA7RNgO3B16+YMl6DN8TWrqsDNcrZZXYHbK7CW4OrWxQ6ZoMX6WVFN4Fa4TN5D4JIHdCNP4PbLDKpY0ELtLCvWFlw9LmNmROBifKyuInCrHSfqJ2iJwnBKaQ2ubl1n2pflAjfm38zdAnem+5N7C9zJAQTatwdXt+5Y+oJ2zDeWXQKXJYliHQK32HBwuyXA1a3rmwpB6/OLcbXAZUwlWZPATTa4oPwy4Fpu3a+BPf9X4C9dC0FLF8mQoGXBvUJ6N7CWNUOuEm8SuMThOKQtB+4Bo8ODv5aufCML2tGp4Nu3DLjHUCKHE1mrMvqntwRdz1PpXZde7cGN3rBvQWXXf+v/9nPL475lzVsf/ZzLgdbgVt4glb3eRgTxOI+o8aZTP89zoC24M0Ca0fMafYaGjJp5I6vK379B6WjDzEGb1Tv7kT27fsc5Y9bcDtxZ4JxDrNZQ2a+yFzMY7NoE7kBClcNd2euwYkbPgRi23tIKXKaBqtBS0eNp+mf23ppI4+HbgMs4SJmaMmsbZ+P766H6w+lAi2SYByhLW1ZdzxgyaPDo3WmtwA2mnTHcGTVHj8mkZfQMK+4TuMFU0YONrhc83vd2Rk2Ic3WuQQ9uh6FBaUTVyRhIZm0Z52WvKXABCaGGGlUHcKR/SjBryzgve02BC0gINdSoOoAjCdwME4E1BS7ATARwiBqAo3ws0UFjtgcs9QUuIAnEQCNqAI4icLNNBNWnBrfDMB85RLVG95/n4avW9T/EvCA1IvTsXEPggtKPDnV0/9MLCKruV31kLZDt25bZAtyM2+c6MdGhju4XuHsxvDy4d0CgILk+no6ODlrP+YVqVNPTPrRWtL5d6lGDi3g8u3u/hx6+aL3oftQLiGXokVot/bTm3oEtwM0OPzrM0f13j+1Zty5aa3Y2q9YXuIBko8Mc3f9242bXB1ioEk4HtgQXOciIx3lUjac6qPOi6jhnVMtvHFge3GOYsx4dUdAhocj6FB2pUTTGHKAHFwVGzKbn3ahhRtXJOid7DpnnZqwtcIOpoIBD1Qke5+P2Dhozz89UW+AG00ANM6pO8DgCN9NAYO0W4LI+pqFhQ9cDzom+7og0E1CrDbhs8GZAllETMCPfJZi1oc7YqU4rcFkGKGuIs+oiBpJZG+J83WoI3IHEMoc4s/bAUXXbjpqWvK8duLNv3QqwKnpY54pJi1XzDutagjsL3sohruz1NOgMGnaAcOSMbcGthrd6iKv73Q0Pg4aRod5hT2twD3gzB+z4+uCMYcg819t5ZvZ+06afN/2HratuB4bhnaFhRk/B6HOg/Y17Pu5xO0YGD1HDF8H76sh53qv/vaKyl1eb1v9xYClwnyB+etw9QzrzkdgykNn6sutbzqg1dgeWBffpcZrxRrXHlfMNJt2yngQ41m4FLoflcRWIFx9EjfhJVGHUAYE76hzJPsvjvmUNyXEkw+iAwDUa1WnZFdRO2qXV5oDAtfmkVXKAygGBSxWHxMgBmwMC1+aTVskBKgcELlUcEiMHbA4IXJtPWiUHqBwQuFRxSIwcsDkgcG0+aZUcoHJA4FLFITFywObA/wC7O2gZmGoLGAAAAABJRU5ErkJggg==)

前序遍历：abdefgc

中序遍历：debgfac

后序遍历：edgfbca

四、遍历的实现

递归实现(以前序遍历为例，其他的只是输出的位置稍有不同)

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. void preorder(bintree t){
2. if(t){
3. printf("%c ",t->data);
4. preorder(t->lchild);
5. preorder(t->rchild);
6. }
7. }

非递归的实现

因为当遍历过根节点之后还要回来，所以必须将其存起来。考虑到后进先出的特点，选用栈存储。数量确定，以顺序栈存储。

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. #define SIZE 100
2. typedef struct seqstack{
3. bintree data[SIZE];
4. int tag[SIZE];   //为后续遍历准备的
5. int top;     //top为数组的下标
6. }seqstack;
8. void push(seqstack \*s,bintree t){
10. if(s->top == SIZE){
11. printf("the stack is full\n");
12. }else{
13. s->top++;
14. s->data[s->top]=t;
15. }
16. }
18. bintree pop(seqstack \*s){
19. if(s->top == -1){
20. return NULL;
21. }else{
22. s->top--;
23. return s->data[s->top+1];
24. }
25. }

1、前序遍历

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. void preorder\_dev(bintree t){
2. seqstack s;
3. s.top = -1;     //因为top在这里表示了数组中的位置，所以空为-1
4. if(!t){
5. printf("the tree is empty\n");
6. }else{
7. while(t || s.stop != -1){
8. while(t){    //只要结点不为空就应该入栈保存，与其左右结点无关
9. printf("%c ",t->data);
10. push(&s,t);
11. t= t->lchild;
12. }
13. t=pop(&s);
14. t=t->rchild;
15. }
16. }
17. }

 2、中序遍历

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. void midorder(bintree t){
2. seqstack s;
3. s.top = -1;
4. if(!t){
5. printf("the tree is empty!\n");
6. }else{
7. while(t ||s.top != -1){
8. while(t){
9. push(&s,t);
10. t= t->lchild;
11. }
12. t=pop(&s);
13. printf("%c ",t->data);
14. t=t->rchild;
15. }
16. }
17. }

3、后序遍历

因为后序遍历最后还要要访问根结点一次，所以要访问根结点两次。采取夹标志位的方法解决这个问题。

这段代码非常纠结，对自己有信心的朋友可以尝试独立写一下。反正我是写了很长时间。逻辑不难，我画了一张逻辑图：

![http://hi.csdn.net/attachment/201109/22/0_1316677897MwJA.gif](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXgAAAEJCAYAAACe4zzCAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAG11JREFUeF7tnY2W5iauRXPf/6Hndk3GidsN6IgfGYudtXqlpwwSbB0O+lxVmf/7z69//uIfCEAAAhDIR+DH4PkHAhCAAATyEfgr35bYEQQgAAEI/PftDBggAAEIQCAnAQw+Z13ZFQQgAAE6eDQAAQhAICsBOvislWVfEIDA8QQw+OMlAAAIQCArAQw+a2XZFwQgcDwBDP54CQAAAhDISgCDz1pZ9gUBCBxPYHuD//W7w9UitZ4dX1kAQAACxxNYZvA/5tvz51mRK0apUq1nx1cWABCAwPEElhl8yaiVr3nG0MEfr18AQAACDQKfNfi7uWP0aBwCEIDAnwS2NPjaq51r+SVDx+SRNwQgAIHfCWxp8CUjvwzceq9PgSEAAQhA4G8CSwzeMuHW83thaq9h6OCRLwQgAAGbwBKDL6X1mvJzPK9g7GIyAgIQgMBvTXIUjpkGb72jj9oTeSAAAQjsTGDbDv6/74/+90tOSjdPh7+zzFgbBCDwBoEQg6+Zr2LKpV9m8n4aeAMsOSEAAQi8TeATBn/v5p9/vwAql8XbsMkPAQhAIJLAcoMf+W/J1F7N0MFHSoRcEIDAVwksNXirq/aav/Wz8F8tAuuGAAQgsILAMoO3zL32qqX19dbrGCXfCoDEhAAEILArgWUGv+uGWRcEIACBUwhg8KdUmn1CAALHEcDgjys5G4YABE4hgMGfUmn2CQEIHEcAgz+u5GwYAhA4hcBWBs9PwpwiO/YJAQhEEMDgIyiTAwIQgMALBDD4F6CTEgIQgEAEAQw+gjI5IAABCLxAAIN/ATopIQABCEQQwOAjKJMDAhCAwAsEMPgXoJMSAhCAQAQBDD6CMjkgAAEIvEAAg38BOikhAAEIRBDA4CMokwMCEIDACwQw+BegkxICEIBABIHPGDz/GYMIOZADAhDIROB1g78bd+3/axVzzyQ59gIBCEQReN3gfzZ6//9avW8cY4+SAXkgAIGMBLYw+MvkrW4+YwHYEwQgAIFVBLYx+LvJ07mvKjdxIQCBkwhsZ/AnwWevEIAABFYS2MrgV26U2BCAAAROI4DBn1Zx9gsBCBxDAIM/ptRsFAIQOI0ABn9axdkvBCBwDAEM/phSs1EIQOA0Ahj8aRVnv0cQaP2osffHkL3jdwPcs/6Z/H549KxhBkcMfgZFYkBgMwKzDMprTD/jvX+e6Ebnl+J5yzOL35XXy9G73tr4KQY/Y/EzYpQ2qcZVx80CTxwIrCJgaVl57jHZ+z6s2Ir5emIoY5Uxnj14410dfInpKg38c7HMSHAtfCSWCs0SniKg6m33q/vgHwi8RUA9Ay391s6Hx2Q863iO9cy91jTrzFre0HreMnglrqUZLxcrnvp8iqN5F68Au48ZMeTS2rz5vftT4TMOAiVzG9Vba74SWxnzT4f4aIquucoZaxm8Ml9pLD17ea6nNtcbs7TPnhg9p8Vl8B7oz7HW4rwbvo9vdRE1g7fWw3MIvElAMa/S+u4G23re2tvzbJXOvWXwKrvV59PjK6pnKTFVr1Q59Y5zGfxIJ20tUIFWE1Xr5u0R0L041rp5DoGVBHrPRanpaZnOfQ+t5snqcj3rbXXw97Ourrv0aai3Nh5+PRepl1P3Pnon1gTRG0/dsHUzWgIsPVdv7t69MQ8CIwTUbl4xQuWczTL43vUoa7R4qsx6zNnKXbu4ZnumtA5lUGuMpxiWOSuCqBl4TZRWB1+6qUeZMB8CKwh4TMvSvXqmrTit81PzBs8F0sPxiq/4zcyu32PgHt/sYfDPJ6CRycpNpcbv3bBXgFaH37uOf4B2/BywIkTG+H+++ovMlPOiaLRkvDUeLZPzni/LvK3zdz331u5+/kp/Vzr1Uk7lXNdiW3tQaj06ZugdvLWBlhBndc5eAZYENrKP0QIwHwI9BKyzddd0Lb7aYVvGV+tc1fhWF61caKVm05pnPVc6cmWPyuXSowFlzrDBKxCUDXq6i5Yhqx1C7Zb3FF0BzBgIzCRwab/VNZbMzmOAVhfeev58Zp1rq0FT96J4jHWRtOrUa+Rv+0y3wSuF8QDrNVZrHd7nveuYeYiJBYEew1KarUvf1icAtQKtT+KKKXrPp7LHmql6DP55kSp7eeZtsaldXCp3dRwGX/jtVUxelQ/jIgi0uvZa/hEDV/RfuyiUuS2TVj8B3D8ZtBi0Pu2XDLjGuhWndXG8bfJdBu+5zVqdSOujnnpw7kKzuoHWx9SeTkRdI+Mg0EOgx9hnda/KepXzZl1AlgF63gJ4OnRvB616nrUf67nC3TPGbfAjnYHHYJVNqLd4rWMozS9dOt6uRFk7YyAwYl4WPUuz1nMrvmXcyvxos1PWlG2My+Cf3bL18edpoK1b0Ip170yUzua+1lZXY4lMyZVNFOznPQLo7T32GTO7DH4XAGr3oY7bZV+s42wC6PXs+q/Y/ScNfgUIYkIAAhDIRgCDz1ZR9gMBCAwRyPRJCoMfkgKTIQCBTARK37v78v4w+C9Xj7VDAALTCDzNPUMnj8FPkweBIACBLxPA4L9cPdYOAQh8msDKjrr0+y8/sFbmjCgGHXwEZXJAAALDBFaZrfK7MMOLfynANga/qngvcSUtBCAwmcAKjyjFVL82eXtLwm1h8Pz23pLaEhQCqQhg8P5yvm7wtXdf/q0wAwIQyExgtsG3/tMpJY6z80fU6lWDz/RRKKJY5IDAyQSiDLaVJ2oNs+r8msG3vrHxNYizikEcCECgTiDKF6LyRNT6FYNXOvdMkCMKSQ4IZCcQ5QlReSLqta3B/2w+E+iIYpIDApkJRPlBVJ6IWoUb/Anf2IgoHDkgcBqBKOONyhNRv1CD7/3mRSbgEUUlBwQyEojygag8ETUKM3gL2ujzCFjkgAAE3iNgecSslUXlmbXeVpwQg1eAKWMigJADAhDYk0CUR0TliaAcYvDKRjJBVfbLGAhAwEcgyiOi8vh23zcag+/jxiwIQCCYQJTxRuWJwIfBR1AmBwQgMEwgynij8gwDEQJg8AIkhkAAAu8TiDLeqDwRRDH4CMrkgAAEhglEGW9UnmEgQgAMXoDEEAhA4H0CUcYblSeCKAYfQZkcEIDAMIEo443KMwxECIDBC5AYAgEIvE8gynij8kQQxeAjKJMDAhAYJhBlvFF5hoEIATB4ARJDIACB9wlEGW9UngiiGHwEZXJAAALDBKKMNyrPMBAhAAYvQGIIBCDwPoEo443KE0EUg4+gTI5XCGQ6qK8A3CxpVD2j8kTgxeAjKG+UI0K8ag51XA++lbF71sOccQJRNY3KM07EjoDB24xSjaiJ9+frzz/XxkvP7l97AvIcEM9YtRArYqq5GbeOQFRdo/KsI/VvZAw+gvLLOWoG/bOsS8xPUbcuAms7pbnWJdG6YKx8z4tIHc+4bxGIMt6oPBH0MfgIyhvluItX+ft96bXx94vi+fe7+a7EkOlQruT05dhRNY7KE1ELDD6C8kY5rI7d07l7Lgjr0LRe+Vj4rNjWfJ5/g0BUnaPyRFDfyuB7PsafNscrCoXP1XW3zL0Vx9vBz3gdE/XJwMub8esIRBlvVJ51pP6NvI3BR2yWHP++c3+yqHX2JSMtjW29vrEugN4DdV+HcpEx5s9vpH+NScQZ7tVjxNq8OTB4L7EPj28J1zLo+7ZLcaz5recjB2pk7odLeeTSo2odlSeiiBh8BOUNctQ6tdqrDvUyaHX4tUtB7RpVbJkOpLpnxq0jkElPGPw6nWwT+TLU2muZ5yuU0iuV2e/grU8EXni1PXrjMB4CGDwa+AwB6z31Wx38bIOv7eMzhWKh2xDA4LcpBQtRCSjvze9d8OpXNK1PE+qeauMyHdBRFsz3E8ikH17R+Ov/yRmKwatd8PNTgWXWz9z3+bVOfvSQjc7/ZJFZ9BQCmbSDwU+RxP5BvN9kbXXH1vvumqH/xLyvo3Sh1My/h3Cmg9qzf+b0EcikGwy+TwOfm+Xp4EsduWXql3nf//38e+0TQulCyHTIPieWwxecSXsY/OFi9r6WsXBlOhzWXnmek0AmDWPwOTXKriAAgU4CGHwnOKZBAAIQ2J0ABr97hVgfBCAAgU4CGHwnOKZBAAIQ2J0ABr97hVhfCIFMByEEGEk+QSCTrvkm6yckt+ciMx2EPQmzqjcIZNI1Bv+GgpLkzHQQkpSEbUwgkEnXGPwEQZwaItNBOLWG7PtPApl0jcGj8G4CmQ5CNwQmpiOQSdcYfDp5xm0o00GIo0am3Qlk0jUGv7vaNl5fpoOwMWaWFkwgk64x+GDxZEqX6SBkqgt7GSOQSdcY/JgWjp6d6SAcXUg2/xuBTLrG4BF3N4FMB6EbAhPTEcikaww+nTzjNpTpIMRRI9PuBDLpGoPfXW0bry/TQdgYM0sLJpBJ1xh8sHgypct0EDLVhb2MEcikawx+TAtHz850EI4uJJvnm6xoAAJPAhg8mshIIJOu6eAzKjRoT5kOQhAy0nyAQCZdY/AfENyuS8x0EHZlzLriCWTSNQYfr580GTMdhDRFYSPDBDLpGoMflsO5ATIdhHOryM4zf28Jg0ff3QQw+G50TNyYQCZdY/AbC233pWU6CLuzZn1xBDLpGoOP0026TJkOQrrisKFuApl0jcF3y4CJmQ4C1YTARSCTrjF4dN1NINNB6IbAxHQEMukag08nz7gNZToIcdTItDuBTLrG4HdX28bry3QQNsbM0oIJZNI1Bh8snq+la4m99yD8zOud+zV+rPd7BDJpE4P/nv7CV1wTvOcgXKbumRO+URJC4BeBTBrF4JG0RKAkeusgYOoSWgZtRsDS9WbLbS4Hg/9StV5e6/PVSquzz3RIXsZO+mACmbSLwQeLJ0O6WjfPu/UM1WUPGDwaOJ7AdQgw9eOlkA4ABp+upGyoh0Cmg9Czf+bkJJBJ17yiyalRdgUBCHQSwOA7wTENAhCAwO4EMPjdK8T6IAABCHQSwOA7wTENAhCAwO4EMPiOCt1/6YW///2r+vyBARpoa6DDaoanYPAOhPwYnQMWQyEAgd8IvOEfGLwowkygxC0zDAIQWEAg0ksicy1A9fsFuSpBJkirGBEXAhDQCUR5SlQefef9I5f8HHwmQP1omQkBCMwmEOEtETlmc6nFw+CjSJMHAhAYJhBhvhE5hkGIAaYbfCY4IkOGQQACgQRWe8zq+IGo/oPBR9KekGul+EqxV+Z74mjl6llHz5wJJSLEYgKr67o6/mI8v4XH4CNpV3LVjLX1M9L3UD0/S11aSsvge0TvnYPBbyDGDyzBqyvvllbH965nZDwGP0Jv4tynqDwi84z9WXJtvNXBXxeJum3Puqyx1vPahVW6/NT1M25PAj1a8OxkdXzPWkbHYvCjBCfNf5qnR2SesU+Dr3X/17busUfyWJhKF5z1ycQb0xrP828Q8OrQu6vV8b3rGRmPwY/QmzjXY3DPtE8T9pj2PZYaRz0APeM8ny4s/COfiqzYPH+PgKqr3hWujt+7rp55GHwPtYA5HqNTumxrzP1SqJm+d9vKQXleRrUcPbGsi867H8bvQUDRwshKV8cfWZt3LgbvJTZ5fMtYS0KzvqZcDLUY19ety0BF4DXYkU8xP2uyDqb1XN0X494lsLqOq+NH0sPgI2k3ctVeJyhmOzrmaew1Y1a77WubnoPiGdvb5c/IsYlcjl7G6jqujh9ZPAw+knaHwd87097u/NndKpfJjNc06kFRx1mlsuJYz634PN+DwOo6ro4fSRGDj6QtGrz1GuYZZqSDH5lroVMOSunTwv0TgOc1j/LJw1ozz/cnoOhqZBer44+szTsXg/cSWzS+ZbTPVyiWwVumqHwSeHbw9zVc8S0UowelZ52tNY2upxT7ztriwfM5BFbUccYn1jm7mxsFg5/LsxmtJcyaiddep4wI0mucP7l6jGz0IPass8VldD1PDjPiBcovTarV3FfHjywEBh9E2xJNychVg7Nitzp+5aIombuSUxlT+6RwmWmta67tyboQe9ekfmoJktPRabw19MJaHd+7npHxGPwIPXGuJZha9y6GN388sNfgn6Z2/9/WnlSDbn0yuD97/r21p1GT7/m0otaKceMEFO2NZFkdf2Rt3rkYvJeYc7wlllrn3jK33jmWcd0vmtanh5rxW2u2THrkIvK8mlFrQtfuFHvQcKt+o8tYHX90fZ75GLyHlnPs14Sirlcd58S11fD7Hk/Y71bwjcWsrsfq+JGsMfhFtDOJZBGircPWPiVtvehDFrf6bK2OH1kmDH4B7UwCWYDnEyFbr6g+sYHEi1x9vlbHjywNBj+ZdiZxTEbzuXDW9yE+t6EkC159xlbHjywDBj+RdiZhTMTy2VBWPa3nn9345gtfzX11/Ei8GPwk2plEMQnJ58MoNeUnbeLLrNRlZFWr44+szTsXg/cSK4zPJIgJOFKFUGurjksF56XNrGa9On4kNgx+kHYmMQyiSDndU1+6+RgJeGrSs6LV8XvW1DsHg+8l92teJiEMYGDqgwC6WCuJ1XxXx19L5/foGHwn7Uwi6ETAtAYBuvl18lh99lbHX0fmz8gYfAftTALo2D5THATQigOWOHQ109XxxW1OGYbBOzFmKr5z6wzvJEA33wmuMu3iufLfc1f8XjQM3sEec3fAYugfBNDPHFHAUeeIwYusEJUIimFNAnTz4wLhLOoMMXiBFYISIDHERQBNuXD9Nhh2OjsM3mCFmHQxMdJHgG7ex+sazZnUuWHwDVYISRcSI/sJoDMfO3jpvDD4CitEpIuIkeME6OZ1hpxNByt9qDYyA/wMe9CqxajdCKA9uyIwshn98zpLH6qN/Dr8r69fqxKjdiZAN9+uDmdUVy+vaG6sEI4uHEauJ4Aey4zhomsPg/8fK0Sji4aRcQTo5v9kzVnV9YfB/2KFYHTBMPIdAmj0X+6w0DV4vMEjFl0sjHyXAN383/w5s7oOjzD4miAQii4URu5D4HTdnr5/jxKPNXhE4pEJY3cjcHI3z9nV1Zje4EtiQCC6QBi5N4ETtXzinntVeJzBI45eqTBvVwKndfOcYV2JRxk8wtCFwcjvEThF36fsc4YCjzF4RDFDLsTYncAJ3TxnWVdhaoO/hIAgdEEwMgeBzJrPvLfZ6ktv8LVvsl6dzv3fs+ESDwJvEsjazWPwuqqOMPinmet4GAmB7xPIZojZ9rNSYakNfiU4YkPgSwQydfMYvK48DF5nxUgIfJ5ABnPMsIcoIWHwUaTJAwEITCGAwesYMXidFSMhAIENCGDwehEweJ0VIyEAgQ0IYPB6ETB4nRUjIQCBDQhg8HoRMHidFSMhAIENCGDwehEweJ0VIyEAgQ0IYPB6EV4z+FaRVv9ikpVbx/fvyLdFd3r+nppdc95gp+asjav9hraXwzOOuq4WO2+Mn1ieOZ6xXh7Zxr9q8FehPP/ZgNrY0tfvX7sX7mSDtzh5aqEyfY7zruF56Ebnl+J5DraavxVTNakIgx8x+VUXzQx2nppmHfuKwVuCUsTfY9K1g/nsRqz8HlFbsbzCUs2ldrmV8nnW2JP/Ht+Tq9bZeWIoY5Uxnjop8ZQx3v2rMe96b10gpXM6Wv8aR+ts9jQTnpplHRtu8JdoWodeEWqPwXs+Vl6CUw3R02nNFpPCq3WwZnS06p68a/Vcplates3Js2Z17FP/tQtZMdmnYT/3WeNirbV1BjxnSdGGtRYMXqH455hQgy+J+upSrMOnmpAlypphlPLf12YJLNrgLV7KgRm5JFsHvCXF+wVv7aHVwVpza4ap6qjnOFnMa2t+aqumxRKPO0/rglNr9jynSj2t82HxLF1knqbEin/q81CDf3YaNcFZxtPqUFSDtw7GLFFbh75XeFZcz/OWWVocvHOtdSkG7I1h7aG3BiOmVjLRWvPRymPpuGWcraZkJuPaxaNc0uqlNaOGGWOEG3zJgK2uTi3yM07JLFrdkSePIk7rshkRlHUAPZdkqzNsdVFWDpWn14Cf5ui9ZNRO1lMfqx5Pk75ro2XSLYO+6tZThxYDay8ztK/koIP3KLA8NtTga0L2CFwRphKvZRJ3w1O6qpJBrjCRmknUDpxHHtaBK3WRPcaimrNSZ8/+apf9SIxWZ22t/6nRJ5fa/FaDomq1tW6PDiyN9+jDitk6a7NqmSlOqMG3RHvvRp4iVjpB9YCU1lCa27oklPWsFol1EK3nJcNT1qwadC1/rU410+kxLWsf99pa3aj3UrUu25qxX/Oe+nzuf/R/W9r16qa3ubHyjFwOVv1Per6dwavGcz9IT5GVTKjWwdU6opbBe0zHEnKv2Cxjsg6IMt9rJt6OtvcSUNf+1EhLJ5bxWXVS61zTlfV1qzm6P1cu0dp5sPbp4TSqwdpaVNY9e8k253MG/+x0Sh1EzZiextDq5r9g8C0xeg+Bd3yrc1O7uhGDVy4Tq1mw9mw9966hZrwtQ+65ZL9i8L369dQlm2F797Odwdc6as9tbh2KUif37PZWGnzpknIX7q+//vvr3a0/npg9h6Yn/9N8ajFqHatyoVuXTyu217TVWLXLxuJuadk73+rArXjW/Dt7Tyxrn7118ZyBjGO3M3ir61IKrQjL6qa+YPC9HZBySBWxtzj3duely7eliZ41qKas6EiNVdqDEr9kfM9LcUQHpTUo67LOoVIXy9QVDSk6PXnM6wZfM9reg9PTvZXWYBm81b3en88yVOtQWc89a1ZMpHVAZx1OK4eyp9oBH5nraURG6t9jgi3t3s+VZcKq0avjSmd6ZH8nG7e69+0MvnTo1M14LoWnqdcOxWiHMzr/adqKKc1gqDCv7e3KP8PYLAOY3b1al2TN2EdMrsWpd/+Weav1bdXSc95qY639zTw/yp6zjZlu8EoHrXQYI6CVw/Y0+NK6FXGPrPPrc3u6dKU2qhnsws+zJ48p9sS1LjxvTGW8MmZWrSJzzVrzm3FeMfg3N0xuCEDguwQweF/tlhi80sX7lsloCEDgdAKYu18Bywwek/cXgxkQgECZAObep4ylBn+ZPMXpKw6zIHA6Ab4PNqaA5QZ//6ZS70+AMM/+pSYYwSijBsbsjdlhBg9qCEAAAhCIJYDBx/ImGwQgAIEwAhh8GGoSQQACEIglgMHH8iYbBCAAgTACGHwYahJBAAIQiCWAwcfyJhsEIACBMAIYfBhqEkEAAhCIJYDBx/ImGwQgAIEwAhh8GGoSQQACEIglgMHH8iYbBCAAgTACGHwYahJBAAIQiCWAwcfyJhsEIACBMAIYfBhqEkEAAhCIJYDBx/ImGwQgAIEwAhh8GGoSQQACEIglgMHH8iYbBCAAgTACGHwYahJBAAIQiCWAwcfyJhsEIACBMAIYfBhqEkEAAhCIJYDBx/ImGwQgAIEwAhh8GGoSQQACEIglgMHH8iYbBCAAgTAC/w8Oe4a5Qmr3EwAAAABJRU5ErkJggg==)

 代码：

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. void postorder\_dev(bintree t){
2. seqstack s;
3. s.top = -1;
4. if(!t){
5. printf("the tree is empty!\n");
6. }else{
7. while(t || s.top != -1){    //栈空了的同时t也为空。
8. while(t){
9. push(&s,t);
10. s.tag[s.top] = 0;   //设置访问标记，0为第一次访问，1为第二次访问
11. t= t->lchild;
12. }
13. if(s.tag[s.top] == 0){  //第一次访问时，转向同层右结点
14. t= s.data[s.top];   //左走到底时t是为空的，必须有这步！
15. s.tag[s.top]=1;
16. t=t->rchild;
17. }else {
18. while (s.tag[s.top] == 1){ //找到栈中下一个第一次访问的结点，退出循环时并没有pop所以为其左子结点
19. t = pop(&s);
20. printf("%c ",t->data);
21. }
22. t = NULL; //必须将t置空。跳过向左走，直接向右走
23. }
24. }
25. }
26. }

 4、层次遍历：即每一层从左向右输出

元素需要储存有先进先出的特性，所以选用队列存储。

队列的定义：

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. #define MAX 1000
3. typedef struct seqqueue{
4. bintree data[MAX];
5. int front;
6. int rear;
7. }seqqueue;

10. void enter(seqqueue \*q,bintree t){
11. if(q->rear == MAX){
12. printf("the queue is full!\n");
13. }else{
14. q->data[q->rear] = t;
15. q->rear++;
16. }
17. }
19. bintree del(seqqueue \*q){
20. if(q->front == q->rear){
21. return NULL;
22. }else{
23. q->front++;
24. return q->data[q->front-1];
25. }
26. }

遍历实现

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. void level\_tree(bintree t){
2. seqqueue q;
3. bintree temp;
4. q.front = q.rear = 0;
5. if(!t){
6. printf("the tree is empty\n");
7. return ;
8. }
9. enter(&q,t);
10. while(q.front != q.rear){
11. t=del(&q);
12. printf("%c ",t->data);
13. if(t->lchild){
14. enter(&q,t->lchild);
15. }
16. if(t->rchild){
17. enter(&q,t->rchild);
18. }
19. }
20. }

5、利用前序遍历的结果生成二叉树

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. //递归调用，不存点，想的时候只关注于一个点，因为还会回来的，不要跟踪程序运行，否则容易多加循环
3. void createtree(bintree \*t){
4. datatype c;
5. if((c=getchar()) == '#')
6. \*t = NULL;
7. else{
8. \*t = (bintree)malloc(sizeof(BinNode));
9. (\*t)->data = c;
10. createtree(&(\*t)->lchild);
11. createtree(&(\*t)->rchild);
12. }
13. }

6、二叉树的查找

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. bintree search\_tree(bintree t,datatype x){
2. if(!t){
3. return NULL;
4. }
5. if(t->data == x){
6. return t;
7. }else{
8. if(!search\_tree(t->lchild,x)){
9. return search\_tree(t->rchild,x);
10. }
11. return t;
12. }
13. }

7、统计结点个数

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. int count\_tree(bintree t){
2. if(t){
3. return (count\_tree(t->lchild)+count\_tree(t->rchild)+1);
4. }
5. return 0;
6. }

8、比较两个树是否相同

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. int is\_equal(bintree t1,bintree t2){
2. if(!t1 && !t2){      //都为空就相等
3. return 1;
4. }
5. if(t1 && t2 && t1->data == t2->data){      //有一个为空或数据不同就不判断了
6. if(is\_equal(t1->lchild,t2->lchild))
7. if(is\_equal(t1->rchild,t2->rchild)){
8. return 1;
9. }
10. }
11. return 0;
12. }

9、求二叉树的深度

**[cpp]** [view plain](http://blog.csdn.net/fansongy/article/details/6798278/) [copy](http://blog.csdn.net/fansongy/article/details/6798278/)

[print?](http://blog.csdn.net/fansongy/article/details/6798278/)

1. int hight\_tree(bintree t){
2. int h,left,right;
3. if(!t){
4. return 0;
5. }
6. left = hight\_tree(t->lchild);
7. right = hight\_tree(t->rchild);
8. h = (left>right?left:right)+1;
9. return h;
10. }